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Abstract

The adoption of MIMO technology in wireless networks en-
hances spectral efficiency and enables novel functionalities
such as wireless sensing and localization. These function-
alities can be enabled by Open-RAN architecture to pro-
vide high computation, memory, and data-driven inference
through a RAN Intelligent Controller (RIC). However, exist-
ing RICs focus mainly on higher network layers and lack
essential PHY layer functionalities for MIMO. We present
MIMO-RIC, an open-source RAN intelligent controller tai-
lored for MIMO applications. We enable the streaming of
extensive 3D wireless channel measurements across anten-
nas, subcarriers, and time, from RAN to MIMO-RIC to de-
velop various MIMO apps like beamforming and localization.
We implemented MIMO-RIC on the srsRAN open-source
platform using ZeroMQ messaging system for efficient, low-
latency communication. Our over-the-air experiment setup
consisting of USRP radios and commercial user equipment
demonstrates effective jammer monitoring, nulling, and user
localization applications.
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1 Introduction
Today, the use of multiple antennas in Radio Access Net-
works (RAN), enabled by MIMO technology, not only en-
hances spectral efficiency through multiple parallel streams
but also enables new possibilities in wireless sensing, such
as user localization and tracking, multi-user beamforming,
interference/jammer monitoring and nulling. These function-
alities can be further enhanced by data-driven techniques,
but are often secluded from RAN due to limitations in RAN’s
computation or data storage capabilities [1-5]. RAN must
handle PHY layer tasks efficiently, often within less than one
Transmission Time Interval (TTI) or 1 ms, to avoid packet
drops, leaving little room for compute-intensive applications.
Open RAN offers an avenue for application development
within RAN through RAN intelligent controllers (RICs). De-
ployed outside the RAN environment, RICs possess consid-
erable compute and storage capabilities and operate on more
relaxed time-scales, ranging from 10 ms to 1 sec for near-
real-time RICs [6]. This setup allows for the implementation
of novel data-driven, compute-intensive techniques directly
into operational RAN. However, most industry-developed
RICs are proprietary and inaccessible to academic research [7,
8]. Among open-source RICs available to the research com-
munity, such as FlexRIC [9], EdgeRIC [10], and CloudRIC [11],
they primarily focus on higher layers of the networking stack
and generally lack essential PHY layer functionalities needed
for MIMO operations.
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To facilitate compute-efficient data-driven MIMO tech-
niques, Open RAN presents an opportunity to facilitate appli-
cation development using RAN intelligent controllers (RICs).
RICs are deployed outside of RAN environment with consid-
erable compute and storage capabilities and operate on more
relaxed time-scales, ranging from 10 ms to 1 sec for near-
real-time RICs [6]. This setup allows for the implementation
of novel data-driven, compute-intensive techniques directly
into operational RAN. However, most industry-developed
RICs are proprietary and inaccessible to academic research [7,
8, 12]. Among open-source RICs available to the research
community [9, 10, 10], they primarily focus on higher layers
of the networking stack and generally lack essential PHY
layer functionalities needed for MIMO operations.

In this paper, we present MIMO-RIC, that addresses this
gap by developing an intelligent controller for MIMO ap-
plications as shown in Figure 1. The key requirement for
MIMO-RIC is the ability to stream wireless channel mea-
surements from RAN to the controller, as channel informa-
tion is crucial for MIMO applications such as beamforming
and localization. Further, the channel should be accessible
across multiple antennas, frequency subcarriers, and time
slots to enable advanced algorithm development. The second
requirement for MIMO-RIC is to monitor various network
performance indicators such as SINR, BLER, and Through-
put to continuously detect interferers or jammers and to
evaluate the performance of new beamforming techniques.
Finally, the controller should be able to create policies that
dictate how the RAN should be configured or updated to
enhance MIMO performance. These policies could involve
beamforming weights that RAN applies directly to multi-
antenna streams or higher-level decisions that prioritize
among various beamforming or beam-nulling algorithms
at any given time.

With these requirements in mind, we developed and demon-
strated MIMO-RIC using the srsRAN open-source platform [13]
and modified the RAN stack for MIMO applications. To fa-
cilitate bi-directional communication between RAN and the
controller, we adopted a ZeroMQ (ZMQ) based message pass-
ing library similar to EdgeRIC [10] and BeamArmor [14].
However, ZMQ interfaces built for one application are not
easily transferable to others due to differences in data types,
structures, and access points within the RAN stack. For exam-
ple, BeamArmor [14] developed a ZMQ interface to stream
raw IQ data from each antenna in RAN to the controller, but
it is limited by low-frequency data transfer (on the order of
seconds) and high transfer delays, which could even crash
the RAN stack. Instead of raw IQ data, MIMO-RIC streams
processed uplink channel estimates to reduce streaming la-
tency. This implementation involved isolating the PUSCH
processing in the srsRAN stack, identifying specific DMRS
signals that provide the channel data, and inserting the ZMQ

interface at an appropriate location to ensure seamless chan-
nel data transfer to the controller. We share our experiences
with various design choices and insights. For instance, im-
plementing a ZMQ interface to stream per-antenna, per-
subcarrier (or resource element) data incurred high latency
and overhead due to excessive ZMQ flows. To mitigate this,
we combined the channel data across all four antennas and
all subcarriers, and stream the aggregated channel data to the
controller to achieve low latency and overhead. Additionally,
we deployed ZMQ in "conflate” mode, which reduces the
space in shared memory, particularly when the controller
operates on a slower time scale than RAN.

We built a testbed for MIMO-RIC with software-defined
radios such as USRP N310, B210, and PlutoSDR, srsRAN gNB
software stack, and a OnePlus 8 and Google Pixel phone
as user-equipment. We particularly demonstrated three use
cases for jammer monitoring, jammer nulling and user an-
gular localization using MIMO antennas. We monitor for
jammer uisng variation in performance metrics such as SINR,
BLER, and throughput. We then estimate the jammer chan-
nel and apply per-subcarrier nulling to mitigate the impact
of wideband interference. We finally show accurate angle
estimation using FFT-based techniques for angle estimation.
Various indoor and outdoor experiments demonstrate the
effectiveness of these use cases. We believe our open-source
platform will be a valuable tool for the research community
to develop more advanced data-driven use cases for these
and other MIMO applications.

In summary, we make the following contributions by build-
ing MIMO-RIC:

e A platform to stream MIMO channel across antenna,
time, and frequency to the controller

e Supports up to 4 antennas in srsSRAN 5G.

e Monitors SINR, Throughput, and BLER in real-time to
detect jammers.

e Demonstrates MIMO applications such as beam-nulling
and direction of arrival estimation.

2 Motivation and Related Work

2.1 Why O-RAN for MIMO Applications?

We provide a brief background on O-RAN and motivate
for why it will enhance the development of MIMO applica-
tions. The architecture of Open-RAN is divided into three
main components, the Radio Unit (RRU), the Distributed Unit
(DU) and the Centralized Unit (CU). The RRU handles the
RF processing and is located at the cell site. The DU takes
care of the real-time processing tasks such as scheduling
and beamforming, while the CU, which is further split into
control plane (CU-CP) and User plane (CU-UP), manages
the higher-layer protocols and non-real-time processes. The
RAN Intelligent Controller (RIC) in O-RAN is a component



that enhances network flexibility and performance through
constant optimization. It is typically deployed on general-
purpose, commercial off-the-shelf (COTS) servers within the
network’s cloud infrastructure and has interfaces to commu-
nicate with the various network layers in O-RAN (eg: PHY,
MAC, RLC etc.). The RIC architecture offer several signifi-
cant advantages for modern network management that are
typically not available in RAN, such as-.

o Near-Real-Time optimization Capabilites: The RIC
enables near-real-time operations around the PHY
layer and MIMO applications, crucial for maintain-
ing high performance and efficiency in complex radio
environments.

e Computational Capabilites: RIC supports the ex-
ecution of compute-heavy algorithms involving Al
and machine learning tasks, which require dedicated
hardware to run effectively. This allows for more so-
phisticated and adaptive network optimizations.

e Data Storage Capabilites: Monitoring applications
benefit from the RIC’s ability to maintain a history
of data and track changes within the network. For in-
stance, interference monitoring relies on this historical
data to detect and mitigate issues that could degrade
network performance.

o Interfacing External Hardware/Information: Ex-
ternal information that needs to be integrated into the
ORAN system can be efficiently managed and acted
upon through the RIC, making it a central hub for
data-driven decision-making.

These capabilities are realized through xApps which are
applications that the network operators can deploy onto the
RIC to interface with O-RAN and collect data for various
applications broadly classified as monitoring and control
applications. Monitoring Apps are used for inference tasks
such as estimating the presence of a jammer or predicting
user location using multiple antennas. On the other hand,
control Apps provide policies that can change certain net-
work states such as RAN configuration of adoption of new
beamforming/nulling weights. This way, novel data-driven
and compute-extensive MIMO algorithms can be adopted in
RAN using the proposed MIMO-RIC architecture.

2.2 Related Work

RIC Platforms: With the development of O-RAN, many
industries race to build their own RIC, such as VMware
RIC [12], Microsoft [7], Nokia Bell Labs [8], Mavenir [15],
Juniper Networks [16], etc. However, these RICs are propri-
etary or are built on non-open-source RAN platforms and
therefore not available to the research community. FlexRIC [9]
is an open-source standard-compliant RIC solution that works

with open-source RAN stacks such as srsRAN [13] and Open-
Air Interface [17]. However, FlexRIC only offer Apps devel-
opment at higher layers of networking stack, but not for
the PHY layer. Similarly, CloudRIC [11] develops hardware
accelerators for multi-DU settings. There are other platforms
that focuses on mmWave networks [18-23], while we focus
on sub-6 MIMO setting.

EdgeRIC [10] and BeamArmor [14, 24] are closest to MIMO-
RIC as they are built on srsRAN with similar ZMQ based
interface, but they lack MIMO capabilities in many ways.
EdgeRIC [10] only supports SISO links; BeamArmor [14, 24]
supports MIMO, but it can only stream raw IQ data instead
of wireless channel data to the RIC that limits its usage and
suffer from high latency overhead. Moreover, BeamArmor
is built on srsRAN 4G stack with support form only two
antennas in uplink. In contrast, MIMO-RIC provides DMRS
channel streaming across all subcarriers and up to 4 antennas
and is built on the 5G srsRAN software stack.

App Development: Most xApps are built for higher lay-
ers in network stack such as network slicing [25, 26], Net-
work automation [27, 28], and multi-user resource sched-
uling [10, 29, 30]. In contrast, we demonstrate PHY-layer
MIMO-based apps such as user localization, jammer moni-
toring and nulling.

Other MIMO platforms: Bigstation [31], Agora [32],
and Hydra [33] provide extremely large scale Massive MIMO

testbed with parallel threading and multi server implementation—

e.g. Hydra [33] supports 150x32 antennas—however, they
only implement PHY layer of network stack and does not
address compliance with end-end O-RAN stack.

3 MIMO-RIC Design

MIMO application primarily depends on channel estimates
provided by the RAN. We developed MIMO-RIC to facilitate
MIMO applications by granting access to channel estimates
derived from uplink channel estimates in 5G NR. By provid-
ing access to these estimates across all receive antennas, we
enable the development of various applications focused on
advanced beamforming techniques, jammer detection and
nulling, and localization. In this section, we discuss vari-
ous design choices, 5G NR signaling, and integration with
srsRAN. We will also discuss the jammer nulling application
in detail.

3.1 Near-Real Time Design with O-RAN

The overall architecture for MIMO-RIC is shown in Figure 2.
MIMO-RIC controller is based on srsRAN, an open-source
RAN solution that adheres to 3GPP and O-RAN alliance stan-
dards. Communication between the RAN and the controller
is managed using the ZMQ publisher-subscriber architecture,
facilitated by the ZMQ library. In this setup, a ZMQ publisher
socket can transmit messages to multiple subscriber sockets,
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Figure 2: MIMO-RIC Architecture: Consists of ZMQ publish-
er/subscriber messaging between RAN and RIC to stream
MIMO channel data for MIMO Apps development.

while subscriber sockets receive messages from specific pub-
lishers. This architecture allows for flexible data streaming,
enabling new publishers and subscribers to be added without
disrupting existing components. Additionally, it decouples
the controller from the RAN, as publishers and subscribers
do not need to be aware of each other’s presence, thus sup-
porting modular development.

In our implementation, we adhere to the O-RAN policy of
independent controller and RAN operation by employing the
ZMQ Pub and Sub architecture and interfacing them with the
upper layers of the RAN stack such as the PUSCH processor
and equalization. This architecture helps us meet the strin-
gent timing requirements of the lower layers of the cellular
stack. To minimize disruption to these timing requirements,
we place the ZMQ sockets in the upper layers of the srsRAN
stack. This approach avoids the complexities associated with
timing in the lower layers, such as the PHY layer. It also
provides the flexibility to incorporate additional features,
such as conditional streaming, where logical operations are
implemented in the upper layers to manage the frequency of
data transfer into the ZMQ buffers. Such features would be
challenging to implement if we were streaming data directly
from the PHY layer due to the stringent timing constraints
and the computational load of these operations.

3.2 Seamless integration into 5G NR Stack
and Access to Channel Parameters

The localization and jammer nulling applications developed
on the MIMO-RIC platform required the latest channel esti-
mates from all four receive antennas to be streamed to the
controller with minimal delay. To seamlessly integrate into
the 5G NR cellular stack, we opted to access these channel
values at the Physical Uplink Shared Channel (PUSCH) pro-
cessor within the upper layer of the srsRAN stack. In 5G NR,
the PUSCH is utilized by User Equipment (UE) to transmit
user data to the base station and includes Demodulation Ref-
erence Signals (DMRS). DMRS are known reference signals
that assist the base station in estimating channel character-
istics, thus correcting signal distortions caused by fading,

interference, and noise. These DMRS transmissions, which
occur more frequently than other 5G reference signals during
active data transmission, provide a detailed view of chan-
nel characteristics over time. The channel estimates derived
from DMRS are interpolated across all frequency subcarriers
(or resource elements) allocated to the UE, offering a com-
prehensive picture of channel properties in both time and
frequency domains.

For our applications, it was crucial to access the most
recent channel estimates at the RIC in near-real-time rather
than relying on historical data. This requirement led us to
use ZMQ sockets in “Conflate” mode, where the ZMQ buffers
retain only the most recent channel estimates and stream
them to subscribers on-demand. This approach significantly
reduces timing and memory overhead while ensuring the
controller receives the necessary channel data. We optimized
data structures to enable the channel estimates from all active
Rx antennas to be written to the ZMQ buffer in a single
operation per 5G NR slot. On the controller side, we read
these values in a single operation per slot and forward them
for further processing.

3.3 MIMO Nulling Matrix Calculation for
Jammer Mitigation

We present a methodology to mitigate the effects of a wide-
band jammer. that creates significant interference, introduc-
ing noise into the User Equipment (UE) signals. This inter-
ference reduces the signal-to-interference-plus-noise ratio
(SINR) of the UL traffic, resulting in a higher block error
rate (BLER) and a significant drop in the cellular network’s
throughput. Our proposed anti-jamming technique involves
creating a beam-nulling at the receiver antennas that effec-
tively nullifies the signal received from the jammer. This is
achieved by calculating a precoding matrix, also known as
a nulling matrix, which applies specific weights to the in-
coming UE data. The nulling matrix is derived from channel
estimates obtained by the Physical Uplink Shared Channel
(PUSCH) processor within the MIMO-RIC.

To illustrate, let’s denote h,, as the channel estimate at the
gNB when the UE is connected without the jammer, and h,
as the interference observed when the UE is connected with
the jammer active. The channel for the jammer can then be
estimated as h; = h; — h,,. In our scenario, let h represent
the nulling vector for a single subcarrier. Given that we
have four receiver antennas on our gNB, h would be a 4x1
vector. To calculate h, we formulate an optimization function
that maximizes the product h * h,, while minimizing h = h;.
Listing 1 below shows the pseudocode for this optimization
in MATLAB as follows:

Listing 1: CVX Optimization Block




% Optimize using CVX
cvx_begin quiet
variable h(4) complex

minimize (normChu' * h - 1))
subject to
hj' = h == 0.1;
cvx_end

Once h vectors are computed across all frequency subcarriers,
they are applied to the incoming UE signals. This accumula-
tion results in a matrix h,, that acts as an equalization matrix,
minimizing the received jammer signal while maximizing
the desired UE signal. The nulling matrix is calculated at the
controller once channel estimates are available from the RIC,
and it is then sent back to the RAN for application in the
equalization process at the upper layers.

However, in scenarios where the channel conditions change
rapidly, such as in high-mobility environments, the accuracy
of our anti-jamming technique may decrease because the
nulling matrix would be based on outdated channel esti-
mates. Nonetheless, this method is more precise than using a
single nulling vector for the entire wideband, as it accounts
for frequency-selective fading across subcarriers. Channel
prediction and extrapolation techniques can further enhance
the channel quality under high mobility.

4 Implementation with srsRAN 5G

We implemented MIMO-RIC with srsSRAN 5G software stack
and address various challenges associated with srsSRAN. We
also provide details on our over-the-air experimental testbed.

4.1 Challenges: srsRAN Implementation

One main challenge in implementing ZMQ with srsRAN is
the ZMQ initialization, which has to be done only once. To
avoid multiple initializations of ZMQ publishers, they have
to be initialized in the header file. A naive way is binding
these ZMQ sockets to TCP ports in the class constructor,
but the problem is it may be called multiple times due to
the creation of multiple objects from the same class. This
could potentially lead to the same ZMQ socket being bound
repeatedly to the same TCP port, resulting in errors. To
prevent this, we created a global boolean variable in the
header file that tracks whether the ZMQ socket has been
bound. This ensures that each socket is bound to a TCP port
only once, skipping the binding operation if it has already
been performed.

The next challenge is to obtain channel across all subcar-
riers and antennas. In the pusch_processor_impl.cpp file of
the srsRAN stack [13], we use the PDU object to retrieve the
number of OFDM symbols, RX ports, and layers for the cur-
rent session. This information is utilized to collect channel
estimates for each symbol across all RX ports and layers. The

get_symbol_estimates function is called iteratively to obtain
the channel estimate arrays for each symbol. This function
is invoked every time a PUSCH is processed. The estimates,
interpolated from DMRS values, cover all PRBs (Physical
Resource Blocks) and symbols within a slot. For example, a
UE with an allocation of 106 PRBs at a 30 kHz subcarrier
spacing has 1272 channel estimate values per RX antenna.
These estimates from all antennas are serialized into a single
vector and written to the ZMQ buffer in one operation.

The final channelge is to setup a ZMQ subscriber in the
srsRAN stack to receive null-steering coefficients from the
RIC. This subscriber socket is bound to a TCP socket in
the channel_equalizer_zf impl.cpp file and is used in the
equalize_1xn.h file to receive coefficients from the RIC and
apply them to all resource elements (REs). Similar to the
publisher, socket binding is performed in the constructor
of channel_equalizer_zf impl .cpp, with a global variable
ensuring that multiple TCP port bindings are avoided. It is
noted that equalize_1xn.h in the srsSRAN implementation
does not process all REs simultaneously but instead divides
them to perform equalization across multiple function calls.
Therefore, the null-steering values sent by the RIC are re-
ceived, split, and applied to the incoming data according to
the same RE index split.

4.2 Over-the-air Experiment Setup

We created an over-the-air setup consisting of a Jammer, a
UE, and a gNB. The gNB was a PC running srsRAN 5G with
USRP N310 as the RF front-end for 5G uplink and down-
link transmissions. We used the OnePlus 8 and Google Pixel
phone as UE and a Pluto SDR as jammer that creates a wide-
band (40 MHz) OFDM signal in the UE’s operating band,
hence acting as an interference to the UE uplink transmis-
sions. MIMO-RIC, our RAN controller was running on the
same PC as the srsgnb. We ran our setup in various indoor
and outdoor environments and it involved placing the UE at
different angular locations wrt the gNB and collecting the
channel estimate data using the MIMO-RIC framework. For
emulating a scenario where the UE is experiencing interfer-
ence from an external jammer, we placed the jammer (pluto
SDR) close to the UE and collected the channel estimate data
with and without the jammer.

5 Use Cases and Platform Evaluation

We first present three use cases for Jammer Monitoring, Jam-
mer Nulling, and Localization and then show benchmark for
platform evaluation.

5.1 Jammer Monitoring

We took multiple measurements with the UE and Jammer
present at different locations. This was done to evaluate both
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the accuracy and stability of the channel received. We cap-
tured multiple data points at each of these locations which in-
cluded the SNR, throughput, and BLER measurements along
with the channel estimates.

Figure 4 and 5 show the magnitude and phase plots of
channel response across the subcarriers in the presence and
absence of our wideband jammer. The effect of the jammer
interference varied across the subcarriers in both magnitude
and phase. This highlights, the need for having the chan-
nel estimate data per resource element (RE) since every RE
would need a different nulling (or a precoding) matrix when
the interference is wideband and has varying effects across
subcarriers.

A rudimentary way of detecting a jammer would be to
constantly monitor the SNR, BLER, and throughput metrics
of the UE. In our implementation, we have placed hooks
to monitor these values. Figure 6 show the SINR BLER and
Bitrate plots with and without a jammer. As observed, there
is a drop in the observed values of Bitrate and throughput
as the jammer is introduced. As expected, the BLER value is
higher in the presence of jammer.

Subcarrier Index

Figure 5: Wideband channel with

Time(s)

Figure 6: Jammer monitoring: SINR,
BLER, and Bitrate

5.2 Jammer Nulling

We use our MIMO-RIC platform to address the use case of
jammer nulling. In contrast to previous work which only
demonstrate LOS jammer nulling using average channel
across all subcarriers [14], we demonstrate per-subcarrier
jammer nulling using our unique wideband uplink channel
data, which is desired for multi-path environments. Using
the approach detailed in the design section, we calculated
the per-subcarrier nulling matrix with the jammer at differ-
ent angular locations. This nulling matrix is then used to
equalize the received data. We compared the performance of
using a per-subcarrier nulling matrix against that of using
a constant nulling vector across all frequency subcarriers
in Figure 7. Specifically, we evaluated the norm magnitude
|lh,, = hy||, where h,, is the calculated nulling matrix with
the dimension given by: no. of subcarriers X no. of Rx ports
and h; is the channel matrix with both the user and jam-
mer operational, i.e,, h; = h, + h;. The norm magnitude
of this term is directly proportional to the SNR improve-
ment. It is observed that the nulling matrix created using
the per-subcarrier nulling coefficients provides us 2-5 dB
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better performance when compared to using average nulling
coefficient across all the frequency.

5.3 Localization

We demonstrate MIMO-RIC platform can be used for localiza-
tion application. Using the gathered channel estimates with
the UE positioned at various angles relative to the gNB, we
plotted the FFT-based beam pattern in Figure 8 for the UE po-
sitioned at -10 degree and 20 degree with respect to the gNB.
Figure 9 shows localization error at various other angles and
demonstrates high accuracy of the detected angle even with
simple FFT-based techniques. More advanced data-driven
localization and tracking techniques such as DLoc [34] or
mDTrack [35] can be included as an xApp in our MIMO-RIC
platform in the future.

5.4 Platform Evaluation

To evaluate platform latency, we integrated a high-resolution
timer into the srsRAN codebase to precisely measure the time
intervals between consecutive calls of the PUSCH process-
ing function. This approach allowed us to assess the impact
of enabling and disabling ZMQ streaming to MIMO-RIC on
latency. We conducted five test runs, each comprising 8,000
PUSCH processing function calls. The latency for each run
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was averaged across these calls, providing a comprehensive
comparison of the system’s performance with and without
ZMQ streaming. Figure 10 shows that ZMQ introduces la-
tency less than 500us which is tolerable in real-time RAN
stacks.

6 Conclusion

MIMO-RIC provides an open-source srsSRAN-based controller
platform for developing novel MIMO applications in real-
time such as beamforming, beam-nulling, anti-jamming, and
localization, demonstrating the significant potential for fu-
ture O-RAN innovations.
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